**Data Preprocessing**

**Definition:**

Data preprocessing is a data mining technique that involves transforming raw data into an understandable format. Real-world data is often incomplete, inconsistent, and/or lacking in certain behaviors or trends, and is likely to contain many errors. Data preprocessing is a proven method of resolving such issues. Data preprocessing prepares raw data for further processing.

Data goes through a series of steps during preprocessing:

* **Data Cleaning**: Data is cleansed through processes such as filling in missing values, smoothing the noisy data, or resolving the inconsistencies in the data.
* **Data Integration**: Data with different representations are put together and conflicts within the data are resolved.
* **Data Transformation**: Data is normalized, aggregated and generalized.
* **Data Reduction**: This step aims to present a reduced representation of the data in a data warehouse.
* **Data Discretization:** Involves the reduction of a number of values of a continuous attribute by dividing the range of attribute intervals.

Here are some of the steps in python to preprocess the data.

* **Loading the data:**

df = pd.read\_csv("path for the .csv file to be uploaded")

df = pd.read\_excel("path for the .xlsx file")

* **Checking the data:**

df.shape - To check the number of rows and columns

df.columns.values - What are the column names?, Sometimes import doesn’t consider column names while importing

df.head(n) - First n observations of data

df.tail(n) - Last n observations of the data

df.dtypes - Data types of all variables

df.describe() - Summary of all variables

df[‘custId’].describe() - Summary of a variable

df.columnname.value\_counts() - Get frequency table for a given variable

table(df$columnnanme) - Get frequency tables for categorical variable

sum(df.columnname.isnull()) - Missing value count in a variable

df.sample(n=10) - Take a random sample of size 10

* **Missing values:**

isnull().sum() - count missing values per column.

dropna() - drop rows with missing values.

dropna(axis=1) - drop columns that has atleast one NaN.

dropna(how="all") - drop rows where all rows are NaN.

dropna(thresh=4) - drop rows that have atleast 4 NaN.

* **Duplicate values:**

1. **full data**

df=df.duplicated()

sum(df) - some int value

df\_uniq=df.drop\_duplicates()

1. **Column wise**

df=df.column\_name.duplicated()

sum(df) - some int value

df\_uniq=df.drop\_duplicates(['column\_name'])

* **Subsetting:**

We can subset our data based on the column names,values and other attributes based on the requirement.

Example -

* Select first 1000 rows only

bank\_data1 = bank\_data.head(1000)

* Select only four columns “Cust\_num” “age” “default” and “balance”

bank\_data2 = bank\_data[["Cust\_num", "age","default","balance"]]

* Select 20,000 to 40,000 observations along with four variables “Cust\_num” “job” “marital” and “education”

bank\_data3 = bank\_data[["Cust\_num", "job","marital","education"]][20000:40000]

* Select 5000 to 6000 observations drop “poutcome“ and “y”

bank\_data4=bank\_data.drop(['poutcome','y'], axis=1)[5000:6000]

* bank\_subset1=bank\_data[(bank\_data['age']>40) & (bank\_data['loan']=="no")]
* bank\_subset2=bank\_data[(bank\_data['age']>40) | (bank\_data['loan']=="no"
* bank\_subset3= bank\_data[(bank\_data['age']>40) & (bank\_data['loan']=="no") | (bank\_data['marital']=="single" )]
* **Sorting :**

df=df.sort('column\_name',ascending=False)

df=df.sort\_index(axis=1, ascending=True)

df.sort\_values(by='column\_name',ascending=False)

* **Joining or Merging:**
* **INNER JOIN**

inner\_df = pd.merge(Table1, Table2, on='column\_name in both tables', how='inner')

* **OUTER JOIN**

outer\_df = pd.merge(Table1, Table2, on='column\_name in both tables', how='outer')

* **LEFT JOIN**

left\_df = pd.merge(Table1, Table2, on='column\_name in both tables', how='left')

* **RIGHT JOIN**

right\_df = pd.merge(Table1, Table2, on='column\_name in both tables', how='right')

* **Splitting into training, testing and validation sets:**

X=df\_data.iloc[:,1:].values (All columns and rows except first one)

Y=df\_data.iloc[:,0].values (First column and all rows)

X-train,X-test,Y\_train,Y\_test

= train\_test\_split(X,Y,test\_size=0.3,random\_state=0)

* **Categorical data:**

If you are familiar with machine learning, you will probably have encountered categorical features in many datasets. These generally include different categories or levels associated with the observation, which are non-numerical and thus need to be converted so the computer can process them.

**i) One-Hot Encoding:**

The input to this transformer should be an array-like of integers or strings, denoting the values taken on by categorical (discrete) features. The features are encoded using a one-hot (aka ‘one-of-K’ or ‘dummy’) encoding scheme. This creates a binary column for each category and returns a sparse matrix or dense array.

By default, the encoder derives the categories based on the unique values in each feature. Alternatively, you can also specify the categories manually. The OneHotEncoder previously assumed that the input features take on values in the range [0, max(values)). This behaviour is deprecated.

This encoding is needed for feeding categorical data to many scikit-learn estimators, notably linear models and SVMs with the standard kernels.

**Syntax:**

from sklearn.preprocessing import OneHotEncoder

enc = OneHotEncoder(n\_values=None, categorical\_features=None, categories=None, drop=None, sparse=True, dtype=<class ‘numpy.float64’>, handle\_unknown=’error’)

X = categories along with their numbers

enc.fit(X)

**Parameters:**

* **categories :** ‘auto’ or a list of lists/arrays of values, default=’auto’. - Categories (unique values) per feature:
* **auto :** Determine categories automatically from the training data.
* **list :** categories[i] holds the categories expected in the ith column. The passed categories should not mix strings and numeric values within a single feature, and should be sorted in case of numeric values.
* **drop : ‘**first’ or a list/array of shape (n\_features,), default=None. - Specifies a methodology to use to drop one of the categories per feature. This is useful in situations where perfectly collinear features cause problems, such as when feeding the resulting data into a neural network or an unregularized regression.
* **None :** retain all features (the default).
* **first :** drop the first category in each feature. If only one category is present, the feature will be dropped entirely.
* **array :** drop[i] is the category in feature X[:, i] that should be dropped**.**
* **sparse :** boolean, default=True - Will return sparse matrix if set True else will return an array.
* **dtype :** number type, default=np.float - Desired dtype of output.
* **handle\_unknown :** ‘error’ or ‘ignore’, default=’error’. - Whether to raise an error or ignore if an unknown categorical feature is present during transform (default is to raise). When this parameter is set to ‘ignore’ and an unknown category is encountered during transform, the resulting one-hot encoded columns for this feature will be all zeros. In the inverse transform, an unknown category will be denoted as None.
* **n\_values :** ‘auto’, int or array of ints, default=’auto’- Number of values per feature.
* **auto:** determine value range from training data.
* **int** : number of categorical values per feature.Each feature value should be in range(n\_values)
* **array :** n\_values[i] is the number of categorical values in X[:, i]. Each feature value should be in range(n\_values[i])
* **categorical\_features :** ‘all’ or array of indices or mask, default=’all’ - Specify what features are treated as categorical.
* **all:** All features are treated as categorical.
* **array of indices:** Array of categorical feature indices.
* **mask:** Array of length n\_features and with dtype=bool.
* Non-categorical features are always stacked to the right of the matrix.

**Attributes:**

* **categories\_ :** list of arrays - The categories of each feature determined during fitting (in order of the features in X and corresponding with the output of transform). This includes the category specified in drop (if any).
* **drop\_idx\_ :** array of shape (n\_features,) - drop\_idx\_[i] is the index in categories\_[i] of the category to be dropped for each feature. None if all the transformed features will be retained.
* **active\_features\_ :** array - Indices for active features, meaning values that actually occur in the training set. Only available when n\_values is 'auto'.
* **feature\_indices\_ :** array of shape (n\_features,) - Indices to feature ranges. Feature i in the original data is mapped to features from feature\_indices\_[i] to feature\_indices\_[i+1] (and then potentially masked by active\_features\_ afterwards)
* **n\_values\_ :** array of shape (n\_features,) - aximum number of values per feature.

**Methods:**

|  |  |
| --- | --- |
| [**fit**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.OneHotEncoder.html#sklearn.preprocessing.OneHotEncoder.fit)(self, X[, y]) | Fit OneHotEncoder to X. |
| [**fit\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.OneHotEncoder.html#sklearn.preprocessing.OneHotEncoder.fit_transform)(self, X[, y]) | Fit OneHotEncoder to X, then transform X. |
| [**get\_feature\_names**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.OneHotEncoder.html#sklearn.preprocessing.OneHotEncoder.get_feature_names)(self[, input\_features]) | Return feature names for output features. |
| [**get\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.OneHotEncoder.html#sklearn.preprocessing.OneHotEncoder.get_params)(self[, deep]) | Get parameters for this estimator. |
| [**inverse\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.OneHotEncoder.html#sklearn.preprocessing.OneHotEncoder.inverse_transform)(self, X) | Convert the back data to the original representation. |
| [**set\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.OneHotEncoder.html#sklearn.preprocessing.OneHotEncoder.set_params)(self, \\*\\*params) | Set the parameters of this estimator. |
| [**transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.OneHotEncoder.html#sklearn.preprocessing.OneHotEncoder.transform)(self, X) | Transform X using one-hot encoding. |

**Example:**

from sklearn.preprocessing import OneHotEncoder

enc = OneHotEncoder(handle\_unknown='ignore')

X = [['Male', 1], ['Female', 3], ['Female', 2]]

enc.fit(X)

OneHotEncoder(categorical\_features=None, categories=None, drop=None,dtype=<... 'numpy.float64'>, handle\_unknown='ignore',n\_values=None, sparse=True)

enc.categories\_

[array(['Female', 'Male'], dtype=object), array([1, 2, 3], dtype=object)]

enc.transform([['Female', 1], ['Male', 4]]).toarray()

array([[1., 0., 1., 0., 0.],[0., 1., 0., 0., 0.]])

enc.inverse\_transform([[0, 1, 1, 0, 0], [0, 0, 0, 1, 0]])

array([['Male', 1],[None, 2]], dtype=object)

enc.get\_feature\_names()

array(['x0\_Female', 'x0\_Male', 'x1\_1', 'x1\_2', 'x1\_3'], dtype=object)

drop\_enc = OneHotEncoder(drop='first').fit(X)

drop\_enc.categories\_

[array(['Female', 'Male'], dtype=object), array([1, 2, 3], dtype=object)]

drop\_enc.transform([['Female', 1], ['Male', 2]]).toarray()

array([[0., 0., 0.],[1., 1., 0.]])

**ii) Label Encoding:**

Label encoder will helps us in encoding the categorical variables with value between 0 and n\_classes-1.

**Syntax:**

from sklearn.preprocessing import LabelEncoder

label\_encoder=LabelEncoder()

input\_classes=categorical variables

label\_encoder.fit(input\_classes)

label\_encoder.classes\_

**Attributes:**

* **classes\_ :** array of shape (n\_class,) - Holds the label for each class.

**Methods:**

|  |  |
| --- | --- |
| [**fit**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.LabelEncoder.html#sklearn.preprocessing.LabelEncoder.fit)(self, y) | Fit label encoder |
| [**fit\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.LabelEncoder.html#sklearn.preprocessing.LabelEncoder.fit_transform)(self, y) | Fit label encoder and return encoded labels |
| [**get\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.LabelEncoder.html#sklearn.preprocessing.LabelEncoder.get_params)(self[, deep]) | Get parameters for this estimator. |
| [**inverse\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.LabelEncoder.html#sklearn.preprocessing.LabelEncoder.inverse_transform)(self, y) | Transform labels back to original encoding. |
| [**set\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.LabelEncoder.html#sklearn.preprocessing.LabelEncoder.set_params)(self, \\*\\*params) | Set the parameters of this estimator. |
| [**transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.LabelEncoder.html#sklearn.preprocessing.LabelEncoder.transform)(self, y) | Transform labels to normalized encoding. |

**Examples:**

from sklearn.preprocessing import LabelEncoder

label\_encoder=LabelEncoder()

input\_classes=['Havells','Philips','Syska','Eveready','Lloyd']

label\_encoder.fit(input\_classes)

for i,item in enumerate(label\_encoder.classes\_):

print(item,'-->',i)

Eveready --> 0

Havells --> 1

Lloyd --> 2

Philips --> 3

Syska --> 4

**Differences:**

* LabelEncoder can turn [dog,cat,dog,mouse,cat ] into [1,2,1,3,2], but then the imposed ordinality means that the average of dog and mouse is cat. Still there are algorithms like decision trees and random forests that can work with categorical variables just fine and LabelEncoder can be used to store values using less disk space.
* One-Hot-Encoding has the advantage that the result is binary rather than ordinal and that everything sits in an orthogonal vector space. The disadvantage is that for high cardinality, the feature space can really blow up quickly and you start fighting with the curse of dimensionality. In these cases, I typically employ one-hot-encoding followed by PCA for dimensionality reduction. I find that the judicious combination of one-hot plus PCA can seldom be beat by other encoding schemes. PCA finds the linear overlap, so will naturally tend to group similar features into the same feature.
* **Feature Scaling:**

It is a step of Data Pre Processing which is applied to independent variables or features of data. It basically helps to normalize the data within a particular range. Sometimes, it also helps in speeding up the calculations in an algorithm.

There are two different approaches to bring the different features onto the same scale:

i)Normalization

ii)Standardization

**Normalization:**

Normalization refers to rescaling real valued numeric attributes into the range 0 and 1.This is also called as min-max scaling.
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**Syntax:**

from sklearn.preprocessing import MinMaxScaler

mms = MinMaxScaler()

X\_train\_norm = mms.fit\_transform(X\_train)

X\_test\_norm = mms.transform(X\_test)

**Parameters:**

* **feature\_range :** tuple (min, max), default=(0, 1) - Desired range of transformed data.
* **copy :** boolean, optional, default True - Set to False to perform inplace row normalization and avoid a copy (if the input is already a numpy array).

**Attributes:**

* **min\_ :** ndarray, shape (n\_features,) - Per feature adjustment for minimum. Equivalent to min - X.min(axis=0) \* self.scale\_
* **scale\_ :** ndarray, shape (n\_features,) - Per feature relative scaling of the data. Equivalent to (max - min) / (X.max(axis=0) - X.min(axis=0))
* **data\_min\_** : ndarray, shape (n\_features,) - Per feature minimum seen in the data
* **data\_max\_ :** ndarray, shape (n\_features,) - Per feature maximum seen in the data
* **data\_range\_ :** ndarray, shape (n\_features,) - Per feature range (data\_max\_ - data\_min\_) seen in the data

**Examples:**

from sklearn.preprocessing import MinMaxScaler

data = [[-1, 2], [-0.5, 6], [0, 10], [1, 18]]

scaler = MinMaxScaler()

print(scaler.fit(data))

MinMaxScaler(copy=True, feature\_range=(0, 1))

print(scaler.data\_max\_)

[ 1. 18.]

print(scaler.transform(data))

[[0. 0. ]

[0.25 0.25]

[0.5 0.5 ]

[1. 1. ]]

print(scaler.transform([[2, 2]]))

[[1.5 0. ]]

**Methods:**

|  |  |
| --- | --- |
| [**fit**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html#sklearn.preprocessing.MinMaxScaler.fit)(self, X[, y]) | Compute the minimum and maximum to be used for later scaling. |
| [**fit\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html#sklearn.preprocessing.MinMaxScaler.fit_transform)(self, X[, y]) | Fit to data, then transform it. |
| [**get\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html#sklearn.preprocessing.MinMaxScaler.get_params)(self[, deep]) | Get parameters for this estimator. |
| [**inverse\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html#sklearn.preprocessing.MinMaxScaler.inverse_transform)(self, X) | Undo the scaling of X according to feature\_range. |
| [**partial\_fit**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html#sklearn.preprocessing.MinMaxScaler.partial_fit)(self, X[, y]) | Online computation of min and max on X for later scaling. |
| [**set\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html#sklearn.preprocessing.MinMaxScaler.set_params)(self, \\*\\*params) | Set the parameters of this estimator. |
| [**transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.MinMaxScaler.html#sklearn.preprocessing.MinMaxScaler.transform)(self, X) | Scaling features of X according to feature\_range. |

**Standardization:**

Standardization refers to shifting the distribution of each attribute to have a mean of zero and a standard deviation of one (unit variance).

![http://ci.columbia.edu/ci/premba_test/c0331/images/s6/5836240103.gif](data:image/gif;base64,R0lGODlhfAAsAPEAAP///wAAAAAAnwAAACwAAAAAfAAsAAAC2oSPqcvtD6OctNqLs968+w+CgsCM4YluZrKm7iu1gOzSNHy2d2qT+GvaOUZE4aL3AxItxWUEmVRGZ76DsYl1To9aHJSbbW651OSXaTRX058zpTsuW6vSOX0CH9/YHO2Sz3KnJ2gAmIFFZTgXx6hAiKFoF5bX+PCIdtkwKVYZk4kX2YkSWvIp6tVBerqKoCq5yapkOrRJGZvqylO7y9tb65h729krXJz4a5ysvMzc7BwC+yyKLF3pV826hz1NGLzd1z37rUs2HrfnbQ4pmK5+4eYelRVPX29/j1IAACH/C01hdGhUeXBlMDAx/wUBAAQARFNNVDQAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVZlcmRhbmEAEQNTeW1ib2wAEQRNVCBFeHRyYQASAAghL0YPRg9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAEAAQADAAAKAQAJZADAABAAAAAAAHMCDwECAIFaAAIAgSAAAgCBPQACAIEgAAoDAAsAAAlkAMAAAQACAIN4AAIAgSAAAgCBLQACAIEgAAIEhLwDbQABAAIEhMMDcwQAAAAAADs=)

x = the value that is being standardized  
m = the mean of the distribution  
s = standard deviation of the distribution

**Syntax:**

from sklearn.preprocessing import StandardScaler

x=array[:,0:8] input variables

scaler=StandardScaler().fit(x)

rescaledX=scaler.transform(x)

rescaledX[0:5,:]

**Parameters:**

* **copy :** boolean, optional, default True - If False, try to avoid a copy and do inplace scaling instead. This is not guaranteed to always work inplace; e.g. if the data is not a NumPy array or scipy.sparse CSR matrix, a copy may still be returned.
* **with\_mean** : boolean, True by default - If True, center the data before scaling. This does not work (and will raise an exception) when attempted on sparse matrices, because centering them entails building a dense matrix which in common use cases is likely to be too large to fit in memory.
* **with\_std** : boolean, True by default - If True, scale the data to unit variance (or equivalently, unit standard deviation).

**Attributes:**

* **cale\_ :** ndarray or None, shape (n\_features,) - Per feature relative scaling of the data. This is calculated using np.sqrt(var\_). Equal to None when with\_std=False.
* **mean\_ :** ndarray or None, shape (n\_features,) - The mean value for each feature in the training set. Equal to None when with\_mean=False.
* **var\_ :** ndarray or None, shape (n\_features,) - The variance for each feature in the training set. Used to compute scale\_. Equal to None when with\_std=False**.**
* **n\_samples\_seen\_ :** int or array, shape (n\_features,)- The number of samples processed by the estimator for each feature. If there are not missing samples, the n\_samples\_seen will be an integer, otherwise it will be an array. Will be reset on new calls to fit, but increments across partial\_fit calls.

**Methods:**

|  |  |
| --- | --- |
| [**fit**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html#sklearn.preprocessing.StandardScaler.fit)(self, X[, y]) | Compute the mean and std to be used for later scaling. |
| [**fit\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html#sklearn.preprocessing.StandardScaler.fit_transform)(self, X[, y]) | Fit to data, then transform it. |
| [**get\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html#sklearn.preprocessing.StandardScaler.get_params)(self[, deep]) | Get parameters for this estimator. |
| [**inverse\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html#sklearn.preprocessing.StandardScaler.inverse_transform)(self, X[, copy]) | Scale back the data to the original representation |
| [**partial\_fit**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html#sklearn.preprocessing.StandardScaler.partial_fit)(self, X[, y]) | Online computation of mean and std on X for later scaling. |
| [**set\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html#sklearn.preprocessing.StandardScaler.set_params)(self, \\*\\*params) | Set the parameters of this estimator. |
| [**transform**](https://scikit-learn.org/stable/modules/generated/sklearn.preprocessing.StandardScaler.html#sklearn.preprocessing.StandardScaler.transform)(self, X[, copy]) | Perform standardization by centering and scaling |

**Example:**

from sklearn.preprocessing import StandardScaler

data = [[0, 0], [0, 0], [1, 1], [1, 1]]

scaler = StandardScaler()

print(scaler.fit(data))

StandardScaler(copy=True, with\_mean=True, with\_std=True)

print(scaler.mean\_)

[0.5 0.5]

print(scaler.transform(data))

[[-1. -1.]

[-1. -1.]

[ 1. 1.]

[ 1. 1.]]

print(scaler.transform([[2, 2]]))

[[3. 3.]]

**Examples of Algorithms where Feature Scaling matters:**

1. K-Means uses the Euclidean distance measure here feature scaling matters.

2. K-Nearest-Neighbors also require feature scaling.

3. Principal Component Analysis (PCA): Tries to get the feature with maximum variance, here too feature scaling is required.

4. Gradient Descent: Calculation speed increase as Theta calculation becomes faster after feature scaling.

**Note:** Naive Bayes, Linear Discriminant Analysis, and Tree-Based models are not affected by feature scaling. In Short, any Algorithm which is not Distance based is not affected by Feature Scaling.

* **Dimensionality Reduction:**

In machine learning classification problems, there are often too many factors on the basis of which the final classification is done. These factors are basically variables called features. The higher the number of features, the harder it gets to visualize the training set and then work on it. Sometimes, most of these features are correlated, and hence redundant. This is where dimensionality reduction algorithms come into play. Dimensionality reduction is the process of reducing the number of random variables under consideration, by obtaining a set of principal variables.

It can be divided into

1) **Feature Selection**

2) **Feature Extraction.**

**Feature selection:** In this, we try to find a subset of the original set of variables, or features, to get a smaller subset which can be used to model the problem. It usually involves three ways:

1) Filter

2) Wrapper

3) Embedded

**Filter:**

Filter methods are generally used as a preprocessing step. The selection of features is independent of any machine learning algorithms. Instead, features are selected on the basis of their scores in various statistical tests for their correlation with the outcome variable. The correlation is a subjective term here. For basic guidance, you can refer to the following table for defining correlation co-efficient.
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**Pearson’s Correlation:** It is used as a measure for quantifying linear dependence between two continuous variables X and Y. Its value varies from -1 to +1. Pearson’s correlation is given as:
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**Syntax:**

from scipy.stats.stats import pearsonr

X,Y= continous variables of same length

pearsonr(X, Y)

**LDA (Linear Discriminant Analysis):**  A classifier with a linear decision boundary, generated by fitting class conditional densities to the data and using Bayes’ rule. The model fits a Gaussian density to each class, assuming that all classes share the same covariance matrix. The fitted model can also be used to reduce the dimensionality of the input by projecting it to the most discriminative directions

**Syntax:**

import numpy as np

from sklearn.lda import LDA

lda = LDA(n\_components=None, priors=None, shrinkage=None, solver='svd',store\_covariance=False, tol=0.0001)

X\_train\_lda,Y\_train\_lda=()lda.fit\_transform(X\_train,Y\_train)

**Parameters:**

* **solver :** string, optional - Solver to use, possible values:
* **svd’:** Singular value decomposition (default). Does not compute thecovariance matrix, therefore this solver is recommended for data with a large number of features.
* **‘lsqr’**: Least squares solution, can be combined with shrinkage.
* **‘eigen’:** Eigenvalue decomposition, can be combined with shrinkage**.**
* **shrinkage :** string or float, optional - Shrinkage parameter, possible values:
* **None:** no shrinkage (default).
* **‘auto’:** automatic shrinkage using the Ledoit-Wolf lemma.
* **float between 0 and 1**: fixed shrinkage parameter.
* Note that shrinkage works only with ‘lsqr’ and ‘eigen’ solvers.
* **priors :** array, optional, shape (n\_classes,) - Class priors.
* **n\_components :** int, optional - Number of components (< n\_classes - 1) for dimensionality reduction.
* **store\_covariance :** bool, optional - Additionally compute class covariance matrix (default False).

**Attributes:**

* **coef**\_ : array, shape (n\_features,) or (n\_classes, n\_features) - Weight vector(s).
* **intercept**\_ : array, shape (n\_features,) - Intercept term.
* **covariance**\_ : array-like, shape (n\_features, n\_features) - Covariance matrix (shared by all classes).
* **means**\_ : array-like, shape (n\_classes, n\_features) - Class means.
* **priors**\_ : array-like, shape (n\_classes,) - Class priors (sum to 1).
* **scalings**\_ : array-like, shape (rank, n\_classes - 1) - Scaling of the features in the space spanned by the class centroids.
* **xbar**\_ : array-like, shape (n\_features,) - Overall mean.
* **classes**\_ : array-like, shape (n\_classes,) - Unique class labels.

**Methods:**

|  |  |
| --- | --- |
| [**decision\_function**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.decision_function)(X) | Predict confidence scores for samples. |
| [**fit**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.fit)(X, y[, store\_covariance, tol]) | Fit LDA model according to the given training data and parameters. |
| [**fit\_transform**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.fit_transform)(X[, y]) | Fit to data, then transform it. |
| [**get\_params**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.get_params)([deep]) | Get parameters for this estimator. |
| [**predict**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.predict)(X) | Predict class labels for samples in X. |
| [**predict\_log\_proba**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.predict_log_proba)(X) | Estimate log probability. |
| [**predict\_proba**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.predict_proba)(X) | Estimate probability. |
| [**score**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.score)(X, y[, sample\_weight]) | Returns the mean accuracy on the given test data and labels. |
| [**set\_params**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.set_params)(\*\*params) | Set the parameters of this estimator. |
| [**transform**](https://scikit-learn.org/0.16/modules/generated/sklearn.lda.LDA.html#sklearn.lda.LDA.transform)(X) | Project data to maximize class separation. |

**Example:**

import numpy as np

from sklearn.lda import LDA

X = np.array([[-1, -1], [-2, -1], [-3, -2], [1, 1], [2, 1], [3, 2]])

y = np.array([1, 1, 1, 2, 2, 2])

clf = LDA()

clf.fit(X, y)

LDA(n\_components=None, priors=None, shrinkage=None, solver='svd',store\_covariance=False, tol=0.0001)

print(clf.predict([[-0.8, -1]]))

**ANOVA:**

ANOVA stands for Analysis of variance. It is similar to LDA except for the fact that it is operated using one or more **categorical independent features** and one continuous dependent feature. It provides a statistical test of whether the means of several groups are equal or not.

**Syntax:**

from sklearn.feature\_selection import f\_classif

X= The set of regressors that will be tested sequentially.

Y= The data matrix.

classif(X, Y)

**Attributes:**

* **F :** array, shape = [n\_features,] - The set of F values.
* **pval :** array, shape = [n\_features,] - The set of p-values.

**Chi-Square:**

It is a statistical test applied to the groups of categorical features to evaluate the likelihood of correlation or association between them using their frequency distribution.

Syntax:

from sklearn.feature\_selection import chi2

X= Sample vectors.

Y= arget vector (class labels).

chi2(X, Y)

**Attributes:**

* **chi2 :** array, shape = (n\_features,) - chi2 statistics of each feature.
* **pval :** array, shape = (n\_features,) - p-values of each feature.

**NOTE:** One thing that should be kept in mind is that filter methods do not remove multicollinearity. So, you must deal with multicollinearity of features as well before training models for your data.

**Wrapper:**

In wrapper methods, we try to use a subset of features and train a model using them. Based on the inferences that we draw from the previous model, we decide to add or remove features from your subset. The problem is essentially reduced to a search problem. These methods are computationally very expensive. Some common examples of wrapper methods are **forward feature selection, backward feature elimination, recursive feature elimination**, etc.

[![wrapper_1](data:image/png;base64,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)](https://www.analyticsvidhya.com/wp-content/uploads/2016/11/Wrapper_1.png)

**Forward Selection:**

Forward selection is an iterative method in which we start with having no feature in the model. In each iteration, we keep adding the feature which best improves our model till an addition of a new variable does not improve the performance of the model.

**Backward Elimination:**

In backward elimination, we start with all the features and removes the least significant feature at each iteration which improves the performance of the model. We repeat this until no improvement is observed on removal of features.

**Recursive Feature elimination:**

 It is a greedy optimization algorithm which aims to find the best performing feature subset. It repeatedly creates models and keeps aside the best or the worst performing feature at each iteration. It constructs the next model with the left features until all the features are exhausted. It then ranks the features based on the order of their elimination.

**Embedded:**

Embedded methods combine the qualities’ of filter and wrapper methods. It’s implemented by algorithms that have their own built-in feature selection methods. Some of the most popular examples of these methods are **LASSO** and **RIDGE** regression which have inbuilt penalization functions to reduce overfitting.
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**Lasso or L1 Regression:**

Lasso regression uses the L1 penalty term and stands for **Least Absolute Shrinkage and Selection Operator**. The penalty applied for L2 is equal to the absolute value of the magnitude of the coefficients:
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Again, if *lambda* is zero then we will get back OLS whereas very large value will make coefficients zero hence it will under-fit.

**Ridge or L2 Regression**:

Ridge regression adds “squared magnitude” of coefficient as penalty term to the loss function. Here the *h*ighlighte*d* part represents L2 regularization element.
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Here, if *lambda* is zero then you can imagine we get back OLS. However, if *lambda* is very large then it will add too much weight and it will lead to under-fitting. Having said that it’s important how *lambda* is chosen. This technique works very well to avoid over-fitting issue.

**Differences:**

* The **key difference** between these techniques is that Lasso shrinks the less important feature’s coefficient to zero thus, removing some feature altogether. So, this works well for **feature selection** in case we have a huge number of features.

![L1-vs-L2-properties-loss-function.png (379Ã117)](data:image/png;base64,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)

**Feature Extraction:**

Feature extraction is a dimensionality reduction process, where an initial set of raw variables is reduced to more manageable groups (features) for processing, while still accurately and completely describing the original data set.

**Principal Component Analysis (PCA):**

Principal Component Analysis is a method that uses simple matrix operations from linear algebra and statistics to calculate a projection of the original data into the same number or fewer dimensions.

Principal Component Analysis, or PCA for short, is a method for reducing the dimensionality of data. It can be thought of as a projection method where data with m-columns (features) is projected into a subspace with m or fewer columns, whilst retaining the essence of the original data. The PCA method can be described and implemented using the tools of linear algebra. PCA is an operation applied to a dataset, represented by an n x m matrix A that results in a projection of A which we will call B.

**Syntax:**

import numpy as np

from sklearn.decomposition import PCA

X = numpy array of inputs

pca = PCA(n\_components=2)

pca.fit(X)

PCA(copy=True, iterated\_power='auto', n\_components=2, random\_state=None,svd\_solver='auto', tol=0.0, whiten=False)

**Parameters:**

* **n\_components :** int, float, None or string - Number of components to keep. if n\_components is not set all components are kept:
* n\_components == min(n\_samples, n\_features)
* If n\_components == 'mle' and svd\_solver == 'full', Minka’s MLE is used to guess the dimension. Use of n\_components == 'mle' will interpret svd\_solver == 'auto' as svd\_solver == 'full'.
* If 0 < n\_components < 1 and svd\_solver == 'full', select the number of components such that the amount of variance that needs to be explained is greater than the percentage specified by n\_components.
* If svd\_solver == 'arpack', the number of components must be strictly less than the minimum of n\_features and n\_samples.
* Hence, the None case results in: n\_components == min(n\_samples, n\_features) - 1
* **copy :** bool (default True) - If False, data passed to fit are overwritten and running fit(X).transform(X) will not yield the expected results, use fit\_transform(X) instead.
* **whiten :** bool, optional (default False)
* When True (False by default) the components\_ vectors are multiplied by the square root of n\_samples and then divided by the singular values to ensure uncorrelated outputs with unit component-wise variances.
* Whitening will remove some information from the transformed signal (the relative variance scales of the components) but can sometime improve the predictive accuracy of the downstream estimators by making their data respect some hard-wired assumptions.
* **svd\_solver :** string {‘auto’, ‘full’, ‘arpack’, ‘randomized’}
* **auto :**the solver is selected by a default policy based on X.shape and n\_components: if the input data is larger than 500x500 and the number of components to extract is lower than 80% of the smallest dimension of the data, then the more efficient ‘randomized’ method is enabled. Otherwise the exact full SVD is computed and optionally truncated afterwards.
* **full :** run exact full SVD calling the standard LAPACK solver via scipy.linalg.svd and select the components by postprocessing
* **arpack :**run SVD truncated to n\_components calling ARPACK solver via scipy.sparse.linalg.svds. It requires strictly 0 < n\_components < min(X.shape)
* **randomized :**run randomized SVD by the method of Halko et al.
* **iterated\_power :** int >= 0, or ‘auto’, (default ‘auto’) - Number of iterations for the power method computed by svd\_solver == ‘randomized’.

**Attributes:**

* **components\_ :** array, shape (n\_components, n\_features) - Principal axes in feature space, representing the directions of maximum variance in the data. The components are sorted by explained\_variance\_.
* **explained\_variance\_ :** array, shape (n\_components,) - The amount of variance explained by each of the selected components**.**
* **explained\_variance\_ratio\_ :** array, shape (n\_components,) - Percentage of variance explained by each of the selected components.If n\_components is not set then all components are stored and the sum of the ratios is equal to 1.0.
* **singular\_values\_ :** array, shape (n\_components,) - The singular values corresponding to each of the selected components. The singular values are equal to the 2-norms of the n\_components variables in the lower-dimensional space.
* **mean\_ :** array, shape (n\_features,) - Per-feature empirical mean, estimated from the training set.
* **n\_components\_ :** int - The estimated number of components. When n\_components is set to ‘mle’ or a number between 0 and 1 (with svd\_solver == ‘full’) this number is estimated from input data. Otherwise it equals the parameter n\_components, or the lesser value of n\_features and n\_samples if n\_components is None.
* **noise\_variance\_ :** float - The estimated noise covariance following the Probabilistic PCA model from Tipping and Bishop 1999.

**Methods:**

|  |  |
| --- | --- |
| [**fit**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.fit)(self, X[, y]) | Fit the model with X. |
| [**fit\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.fit_transform)(self, X[, y]) | Fit the model with X and apply the dimensionality reduction on X. |
| [**get\_covariance**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.get_covariance)(self) | Compute data covariance with the generative model. |
| [**get\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.get_params)(self[, deep]) | Get parameters for this estimator. |
| [**get\_precision**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.get_precision)(self) | Compute data precision matrix with the generative model. |
| [**inverse\_transform**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.inverse_transform)(self, X) | Transform data back to its original space. |
| [**score**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.score)(self, X[, y]) | Return the average log-likelihood of all samples. |
| [**score\_samples**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.score_samples)(self, X) | Return the log-likelihood of each sample. |
| [**set\_params**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.set_params)(self, \\*\\*params) | Set the parameters of this estimator. |
| [**transform**](https://scikit-learn.org/stable/modules/generated/sklearn.decomposition.PCA.html#sklearn.decomposition.PCA.transform)(self, X) | Apply dimensionality reduction to X. |

**Example:**

import numpy as np

from sklearn.decomposition import PCA

X = np.array([[-1, -1], [-2, -1], [-3, -2], [1, 1], [2, 1], [3, 2]])

pca = PCA(n\_components=2)

pca.fit(X)

PCA(copy=True, iterated\_power='auto', n\_components=2, random\_state=None,svd\_solver='auto', tol=0.0, whiten=False)

print(pca.explained\_variance\_ratio\_)

[0.9924... 0.0075...]

print(pca.singular\_values\_)

[6.30061... 0.54980...]